QueryShare: Working Together to Facilitate Exploratory
Multimedia Searches without Skill in Creating

Masahiro Hamasaki

National Institute of Advanced Industrial Science

and Technology (AIST)
Tsukuba, Ibaraki, Japan
masahiro.hamasaki@aist.go.jp

ABSTRACT

This paper describes a music exploratory search interface
called QueryShare, which provides query searching and rec-
ommendation functions for query sharing among users. Most
people are not expert users who know how to use various
music metadata that include automatically estimated musical
features to represent their own information needs as a query.
Therefore, it is difficult for them to enter a complex query for
music content retrieval. The original feature of our proposed
interface is to make users share every query as a public web
page. This feature enables users to use search queries, find
recommended queries, and revise existing queries. Beginners
can use an applicable query, which is more complicated than
they might create on their own. Experts can readily reuse a
query (web page) of their own making. The interface assists
users in finding results for interesting queries and in perform-
ing music exploratory search without skills to create complex
queries. We developed a prototype system as a web appli-
cation for music videos on the most popular Japanese video
sharing service. Users can search for over 360,000 music
videos using our system. Results of a preliminary user study
demonstrated that users found the query creation interesting
and that they were interested in seeing and using queries cre-
ated by other users, although some users hesitated to share
their queries.
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INTRODUCTION
A “query” is an intellectual resource among many on the vast
web of multimedia content. This study explores a method
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Figure 1. General search interaction compared to proposed search in-
teraction.

used to perform exploratory multimedia searches using open
collaboration with query sharing. It is difficult for most peo-
ple to generate applicable queries for multimedia content re-
trieval because they have no particular knowledge about these
retrieval systems. Many do not even know how to create
applicable but complex queries using various metadata and
low-level features extracted from multimedia contents. With
the growing phenomenon of User Generated Content (UGC),
we have become surrounded by unfamiliar but potentially in-
teresting creators and music content (e.g., music videos on
video sharing services). To discover these hidden musical
talents, it is important to search for music content actively.
However, creating queries for such active search is not easy
for most people because most users have no particular knowl-
edge about music retrieval systems: they might be unaware of



various metadata or automatically estimated musical features
to which systems have access. We propose that sharing user-
generated queries can resolve many of the diverse difficulties
that people confront.

Many existing technologies can assist users in finding mu-
sic content without demanding much effort on the part of the
user to generate a complex query. For example, some studies
use humming [11, 42] or a fragment of music content [26, 5]
as a user query. Query-by-Example [40, 21] also uses music
content as a query. Music recommendation [35, 39, 28] pre-
dicts users’ favorable music content based on user profiles or
user’s listening history. Music visualization with an interac-
tive interface [34, 14] helps users to discover music content.
However, no such method assists users in generating queries
using rich metadata. Moreover, user needs are often more
complex than “I want music I would like” or “I want to track
down this specific song.”

Figure 1(a) depicts a general search interaction. Into a search
interface, a user submits a query that represents the user’s
own information needs. The search engine outputs search re-
sults including content related to the query. Users who are not
satisfied with the results or who have no clear goal must mod-
ify queries and search again (exploratory search [30]). Query
refinement is just as important as query creation; most users
do it [22].

We propose a new search interface that enables users to cre-
ate and share queries, and to explore and reuse the queries
of others: QueryShare,. The system allows beginners to find
an applicable query that is more complicated than one they
would be able to create on their own. Similarly, experts can
find useful queries created by other experts. Moreover, they
can refine queries collaboratively (Fig. 1b). QueryShare pro-
vides a new search interaction, which we designate as Query
Surfing: browsing queries through query searching and query
recommendation.

We developed a prototype system with the QueryShare in-
terface as a web application for music videos on Niconico,
the most popular Japanese video sharing service. Users can
search through more than 360,000 music videos and share
user-generated queries using our prototype system. Query
recommendation is implemented with a query-similarity-
based approach and a content-similarity-based approach.

We also conducted a user study to gain user feedback. The
participants accepted query sharing and strove to create more
queries despite the use of many search parameters. Results
showed that QueryShare helped users to create queries and to
perform exploratory searching for music.

This paper is organized as follows. Section 2 reviews existing
works. Section 3 explains the concept of QueryShare and our
proposed method of search interaction. Section 4 presents a
description of implementation of the prototype system with
the proposed method. Section 5 presents an explanation of
a preliminary user study conducted using the prototype sys-
tem. Section 6 discusses the importance of sharing queries
explicitly. Section 7 presents a summary of this paper’s con-
tributions.
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RELATED WORK

In this section, we discuss existing work related to the assis-
tance of query creation and query refinement. As described
in the previous section, query refinement is a crucial part of
the search process. Query suggestion supports query refine-
ment by recommending additional queries or terms. For in-
stance, in the case of a text query, an assistance system finds
spelling errors [7, 29], complementary queries [4, 44], or sub-
stitute queries [23, 10, 27, 1], or suggests expanded queries
[8]. Users can create more complex queries using these sug-
gestions, but most users use them for the replacement of ap-
plicable queries.

Some systems support database exploration by recommend-
ing complex queries, such as an SQL query [6, 12, 2]. Some
such systems are designed to help non-expert users of target
databases. Therefore, the purpose of such systems is similar
to ours. However, they specifically examine prediction of the
intent of users and find acceptable queries from query logs in-
cluding queries that other users have created. In contrast, we
examine sharing of queries among users. Our system treats
queries as valuable web content. Zhang reported results of a
pilot study of query sharing [45]. Their results indicate that
query sharing is valuable in difficult search tasks.

There are some researches related to collaboration in infor-
mation retrieval [41, 32, 13]. SearchTogeter is an interface
for collaborative web search and it aims to assist a search in
tandem [33]. It mainly assists communications among users
in search processes. It is not designed to help users to create
complex queries directly. Additionally, users should have a
partner who shares a common goal of searching before start-
ing collaborative search.

Faceted navigation can guide a user to input query parame-
ters step-by-step [3, 31, 24]. It is helpful for general users;
it reduces burdens not only on general users but also on ex-
perts. However, it does not help users to use unknown facets
and their parameters. The proposed system can recommend a
user such queries including unknown facets for the user (see
Section 4.4 and Figure 6). A user can learn a meaning of a
facet through these queries. This function is similar to Query-
by-Example (QbE), but our approach is useful for obtaining
search results and for learning query parameters.

As explained above, many existing works are not designed
to assist users in creating complex queries because the main
purpose of information retrieval is to find facts or to gather in-
formation. Its requirements are to find targeted items or some
good items with short queries, and to burden the user as little
as possible. Regarded from this perspective, important is-
sues include personalization, context-awareness, and privacy.
No importance is assigned to the creation of complex queries
and their reuse. However, from the perspective of exploratory
multimedia searches, it is useful to share and reuse various
complex queries because they can facilitate retrieval of di-
verse multimedia content. Kamalzadeh reports that 50% of
active music listeners would like to choose songs one after
another [25]. Furthermore, just 9% use online recommenda-
tions; 10% use shuffle when listening to a collection. These
results indicate that active music listeners enjoy listening to
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Figure 2. Screenshot of the “Querypage” in QueryShare.

songs and that they enjoy choosing songs. Regarded from this
perspective, creating complex queries and reusing them are
important compared to existing information gathering. They
can provide new ways of choosing songs for active music lis-
teners.

QUERYSHARE
We introduce three key features of QueryShare.

1. Contentification: turning queries into content that can be
shared (web pages)

2. Query Surfing: browsing queries using query searching
and recommendation

3. Asynchronous collaborative editing for query refinement

Contentification

QueryShare transforms each user-generated query into a pub-
lic web page called a querypage to facilitate the sharing of
queries among users. This transformation from machine-
readable to human-readable content is designated as con-
tentification. Figure 2 portrays a querypage in the prototype
system. Each querypage includes the query’s search param-
eters as well as its metadata and search results. The creator
who makes the query describes the metadata. The search re-
sults from the query are returned from a search engine. All
of these data help other users to discover and understand the
query. If the creator would like to reuse their query, then they
merely revisit the web page.

Query Surfing

Users without the skill necessary to create a suitable query
must discover other queries that meet their needs and which
are registered in the system. QueryShare provides two meth-
ods to find queries: query searching and query recommen-
dation. Users can search queries using keywords, tags, or
content titles. Additionally, each querypage shows related
queries as results of query recommendation. Using these
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links, users can explore the network of related queries. We
designate such user activity as query surfing.

Asynchronous collaborative editing for query refinement

A querypage can be edited by users at any time. Users who
would like to update or improve the query merely access a
querypage and click the “Edit” button. The system enables
users to edit all data in the query. The original creator of the
query and other users can edit the edit parameters collabora-
tively, as they can with a wiki or Wikipedia. Through such
continual and collaborative editing, shared queries can be re-
fined.

The original creator of a querypage can set a password for
editing if the user would not like to have their own query
edited by others. They can create a branch of the query if
other users would like to edit such locked queries. It is a copy
of the source query. A user who creates this branch can also
set a password if necessary. This is another style of collabo-
rative editing.

Proposed search interaction

We assume that QueryShare users are broadly divisible into
two groups: experts who can refine complex queries with
many search parameters, and general users who cannot easily
do so. In this section, we introduce user behaviors for both
groups in a new search interaction based on sharing queries.

Presuming that a user would like to listen to new songs, they
might create a query “sort by date published.” The search re-
sults are too numerous: they must be narrowed down. How-
ever, the user does not know how to form a query for such
information using the available search parameters. To sup-
port such a user, the system recommends other queries based
on the similarity between search parameters. One suggestion
might include “sort by date published” and other well-chosen
parameters (e.g., a lower limit of the play counts) to select
the most popular from among numerous new songs. The user
listens to songs in the search results and finds some favorites
among them. If this querypage is exactly what the user wants,
then the user can continue to use this.

Queries might also be recommended based on similarity
among their search results. In the previous scenario, pre-
suming that another recommended query uses a parameter
that denotes the proportion of male-like or female-like voices,
and that the user notices some of their favorite songs among
the query’s results. The user might conclude that the male—
female voice parameter is important for representing their in-
terests. The user can immediately make a new query to in-
corporate this additional parameter. As explained earlier, an
imperfect query has become a starting point to find more rele-
vant, suitable queries. Moreover, from the recommendations,
users can learn to make better queries. These are incentives
for general users.

Experts can create suitable queries without the system aids.
Therefore, they might have less need to share the queries of
others, but they can still benefit from doing so. Using com-
plex queries developed by other experts saves them time and
trouble. Furthermore, it is not always true that experts know
everything about a subject; they can learn from other experts’
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Figure 3. System architecture.

queries and use them as a basis to formulate new queries.
These are incentives for experts. In addition, as demonstrated
by the cases of open source software (OSS) and user gener-
ated content (UGC), using and reviewing queries by others
motivates people to create better queries.

PROTOTYPE IMPLEMENTATION

We developed a prototype system as a web application with
which users can search music videos and share queries. Fig-
ure 3 presents a system overview. QueryShare is a search
interface, but it does not manage music videos. QueryShare
uses them through the public web services: Songrium ! [18]
and Songle % [15]. Songrium gathers music videos and their
metadata from which Songle can calculate musical features.
In the next two subsections, we introduce the target dataset
and its search parameters. Later, we explain how queries are
created and recommended within the system.

Datasets

In the prototype system, users can search and watch music
video clips uploaded to Niconico 3. Particularly, “Singing a
VOCALOID song” is a target content category of our pro-
totype system; it is currently an extremely popular cate-
gory of music-related user-generated content on Niconico.
A VOCALOQOID song is an original song composed for the
singing synthesizer named VOCALOID [19]. Over two thou-
sand VOCALOID songs and ten thousand singing videos are
uploaded every month [17]. It is a good and rich environment
to enjoy music, but it is difficult to encounter unfamiliar but
potentially interesting songs. As described above, this dataset
is a good target for use with QueryShare.

In this prototype system, users can search 363,518 singing
videos, which consist of 64,774 singers, 13,138 songs, and
3,514 composers. Such contents have metadata including
page views and release date, which are openly available on
Niconico. Our system also uses some content analysis results
as metadata. Figure 4 shows that our target music content is
described using the Music Ontology [37]; as might be readily
apparent, the relation between the fields is complex. Green
objects are classes. Orange squares are property values. In
the prototype system, all of these values are used as search
parameters to find a targeted content “Singing video.” This
picture depicts sources of various metadata. “Social tags” and
“Release date” are metadata on Niconico. “Audio feature”
and “Voice feature” are calculated from the sound signal. The

Thitp://songrium.jp
Zhttp://songle.jp
3http://www.nicovideo.jp
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Table 1. Example of query: “Hit songs of jazz in 2011 with a nice, but
not popular male-like voice”., Each user should judge the query correct-
ness. If users think these search parameters are incorrect, then they can
update them or create a new query based on them.

Compatibility
condition

Song’s social tag = "Jazz’ or "Fusion’
Song’s release date > ’2011-01-01"
Song’s release date < ’2011-12-31°
Page views < 10000, # of mylists > 500
Voice feature < 0.25

Sort criterion Song’s views (descending order)
Aggregation rule | the same song

the same singer

former is compressed audio feature vectors using learned la-
tent representations [20]. The latter are the estimated male
and female singing voice characteristics [18].

Search parameters

The prototype system has search parameters of three cate-
gories. (1) Compatibility Condition: used to extract only con-
tents that meet a specified criterion, e.g., “with a social tag of
ballad” or “number of views is greater than 100,000.” (2)
Sort Criterion: used to order search results, e.g., “sort by date
published” or “sort in ascending order of views.” (3) Aggre-
gation Rule: used to exclude content that partially duplicates
other search results, e.g., “exclude same singer’s videos” or
“exclude same song videos.”

Table 1 presents examples of search parameters in a query.
With the prototype system, users can use metadata for com-
patibility conditions. For example, users can set an upper
limit and a lower limit of page views as a compatibility con-
dition. For sort criteria, users can use metadata of an interval
scale, e.g., page views and release date. Aggregation rules
support three conditions to exclude videos: the same song,
the same singer, and the same composer.

In general web search methods, such as those presented by
Google, Bing, and Yahoo, users must input a keyword query
only. From the keyword query, the search engine extracts
web pages and sorts them by mutual relevance. Furthermore,
it aggregates web pages in the same web site. In fact, the web
search engine extracts, sorts, and aggregates contents with-
out explicit user requests. This search interaction is designed
to reduce a user’s burden. Our research is aimed at help-
ing users to formulate various applicable queries and to share
them among users. Then, QueryShare allows users to edit all
search parameters in Figure 4. In section 6, we present discus-
sion of the importance of using complex queries by people.

Query creation

As the previous example shows, QueryShare supports many
search parameters. For that reason, it is difficult for beginners
and even for experts to coordinate the numerous parameters
necessary to identify relevant content. Therefore, QueryShare
has two functions to support query editing.

(A) Query preview of each condition: A query consists of
multiple conditions. Finding an appropriate balance can be
difficult: if results are overly broad, then the search must be
refined; but if the range of the conditions is too narrow, then
the user receives zero results. In a complex search, a user
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Figure 4. Illustration of all the metadata fields handled by QueryShare (in the style of the Music Ontology).
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Figure 5. Screenshot of the editor of querypage showing many forms to
input various search parameters.

might not know which of the conditions are too restrictive
and which are too broad.

QueryShare presents the number of hits of each condition
separately (query previews [16]). Additionally, it shows the
number of hits of the entire query after the removal of each
condition. Using this information, users can easily identify
overly strict conditions or overly loose conditions that do not
contribute to the search results (Fig. 5).

(B) Generating initial parameters from a content list: When
users have playlists or lists of favorite songs, QueryShare can
create initial parameters automatically from them. Users can
then create new queries by modifying the values of the search
parameters generated by the system.

QueryShare turns a playlist into a query by finding the full
range for each search parameter. For numerical fields, it finds
the minimum and maximum value: for example, if all the
items in the playlist were published during 2008-2011, then
this becomes the acceptable date range of the query. For nom-
inal fields, it takes the union: for example, all the genre labels
that appear in the playlist will be a part of the query.
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Figure 6. Four types of a pair of queries, where ¢, denotes a query,
pn denotes a set of search parameters for ¢,, and r, represents search
results of p,. (a) ¢; and ¢, have no similar parts. They are mutually
unrelated. (b) The queries have similar results that were sought using
different search parameters. In this case, the content-based one can rec-
ommend ¢ for g;. (¢c) The queries have similar search parameters with
different search results. In this case, query-based one can recommend
q> for g;. (d) The queries have similar search parameters and similar
search results. Both content-based ones and query-based ones can rec-
ommend this pair of queries.

Query recommendation

The system recommends queries to users as related queries
when they access a querypage. QueryShare has recommen-
dations of two types: query-based and content-based.

In query-based recommendation, the system recommends
queries with search parameters that are similar to the origi-
nal query (Figs. 6¢ and 6d). In the case of Fig. 6c, query
q»> can find parallel-hierarchical contents of s;. For exam-
ple, “Hit jazz songs with a male-like voice from 2011” and
“Hit jazz songs with a male-like voice from 2012” are simi-
lar from the viewpoint of search parameters, but their search
results include no overlaps.



In content-based recommendation, the system recommends
queries based on the similarity of search results (Figs. 6b
and 6d), which means that users can obtain similar search
results through recommended queries, but users can also ob-
tain search parameters to obtain similar search results. In the
case of Fig. 6b, query g> shows a different aspect of these
search results for query g;. For example, “Hit jazz songs
with a male-like vocal from 2011 and “Cool songs with my
favorite 10 singers” do not overlap in terms of search parame-
ters, but their search results might include common contents.
Such recommended queries help users to improve or expand
a query.

PRELIMINARY USER STUDY

Overviews

We conducted a study to gain user feedback on the
QueryShare interface and to investigate the capabilities, limi-
tations, and potential of our proposed search interaction. Five
participants who were 20-30 years old took part in the study:
P1 is a computer science researcher; P2 is a musician; P3 and
P4 are programmers; and P5 is an office worker. P1, who was
familiar with the music in the prototype system, very often
listens to the music in Niconico. P2 and P3 sometimes listen
to Niconico music. P4 and P5 were familiar with the music,
but were not regular listeners.

Each participant was given a 5—15 min introduction to the
prototype system by the instructor, the first author. The in-
structor then demonstrated query creation, search queries,
and query surfing with query recommendations using the pro-
totype system. Each participant was given 30 min maximum
to view, create, and edit queries and listen to music in the
search results. The prototype system was pre-loaded with
about 100 queries by the instructor. However, this was found
to be insufficient for users to appreciate the benefits of shar-
ing queries. P2 reported that he hoped to use this system again
after it had more queries.

During this open-ended task, the participants were free to ask
any question about the usage of the system. They were al-
lowed to end the study when they felt satisfied using the sys-
tem. Each participant was asked to fill out a form with seven
questions about the system, with responses given according
to a seven-point Likert scale.

Results and Lessons Learned

We had four research questions. First, to test the fundamental
motivation of our system, we asked (RQ1) Would users like to
create complex queries for content retrieval? Next, regarding
the feasibility of sharing queries, we wanted to know: (RQ2)
Are users interested in others’ queries, and (RQ3) Would
users likely to share their queries with others? Finally, to es-
tablish the usefulness of the query surfing provided, we asked
(RQ4) Can query recommendation support exploratory music
search?

All participants were able to use the prototype system suc-
cessfully. Only P5 did not create a query: she merely prac-
ticed query surfing. Results of the post-experiment question-
naire, consisting of the mean, standard deviation, and fraction
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Table 2. Results of the post-experiment questionnaire. Mean’ repre-
sents the average on a seven-point Likert scale. ’SD’ denotes the stan-
dard deviation. ’Positive’ denotes the fraction of positive responses (> 4
on a seven-point).

Question Mean SD Positive
1. I’d like to reuse my queries. 45 1.73  3/4
2. Id like to create queries more. 5.5 0.57 4/4
3. I’d like to use QueryShare again. 4.8 1.64 4/5
4. I"d like to use QueryShare 5.8 1.30 4/5

for other domains.

5. I’d like to share others’ queries. 4.75 1.89 3/5
6. I’d like to share my queries. 34 1.14 1/5
7. I encountered unexpected but 4.6 0.89 2/5

potentially interesting songs.

of positive responses are presented in Table 2. The first four
questions (Q1—4) pertain to the first research question (RQ1);
the remaining questions (Q5-7) pertain to the other research
questions (RQ2—4).

RQI: Would users like to create complex queries? The Ql
and Q2 results excluded the answer of P5 because she did not
create queries. Only P3 reported negative impressions related
to reusing personal queries (Q1). He responded that he had
clear needs, but he was unable to represent such needs using
search parameters. This response underscores the importance
of assistance in creating queries. Although it is burdensome
for people to create queries that include numerous search pa-
rameters, all respondents were positive about creating queries
(Q2). Both P2 and P4 responded that creating queries was
fun. In addition, each participant hoped either to use the pro-
totype system again (Q3) or to use QueryShare in other do-
mains (Q4). These results emphasize the remaining matter
of assistance to create queries, but people accepted content
searching with complex queries including many search pa-
rameters and hoped to use QueryShare. The response to RQ1
was strongly “Yes.”

RQ?2: Are users interested in others’ queries? Two partic-
ipants reported negative impressions to sharing of others’
queries (Q5). However, both said that they were interested
in queries created by people with similar musical interests.
The other three participants were positive. They were asked
a follow-up question “With what kind of people would you
like to share?”” They answered: my favorite creators (P1), ea-
ger listeners (P2), and people with similar taste (P5). In this
experiment, we were unable to prepare a sufficient number of
queries, but we found that everyone was interested in using
others’ queries. Based on these results, the answer to RQ2
was “Yes.”

RQ3: Would users like to share their queries? Many partic-
ipants reported negative impressions related to sharing their
own queries (Q6). However, no one responded, “I refuse to
share my queries.” Both P1 and P2 responded that “T accept
sharing of my queries, but I do not want to do that proac-
tively.” Some hoped to distinguish shared queries and private
queries (P1, P4, P5) or to choose members to share them with
(P1, P2). In contrast, P3 said that he does not care about
any such matters. Even more noteworthy is that, P4 expected
collaborative editing and reported that query sharing moti-
vates him to formulate better queries. The answer to RQ3 is



a somewhat divided “Yes”: opinion is divided, but most are
willing to share some of their queries.

RQA4: Is query recommendation useful? Three participants
gave neutral answers, but two other participants had encoun-
tered unexpected but potentially interesting songs (Q7). Ev-
eryone said that they would like to discover a query that
yields search results that include unknown content. Those re-
sults demonstrate that they expected to encounter interesting
content through query recommendation. Results show some
potential for query recommendation for exploratory content
search, but it is insufficient to show proof of the utility of
query recommendation. The answer of RQ4 remains unclear.
We need additional results from long-term experiments.

Limitations

The following presents a discussion of the limitations of this
preliminary experiment. The current user study used a small
test dataset for use in a small amount of time. We can discuss
the possibilities of the proposed approach from this experi-
ment, but we are unable to discuss the effectiveness of the
proposed approach. For example, query recommendation has
only a slight effect on query browsing because it often hap-
pens that the dataset has no applicable queries for recommen-
dation. A user must use query recommendation to do query
browsing if the system has many queries. Then, we can eval-
uate a performance of query recommendation and investigate
the effect of a query recommendation. Therefore, future stud-
ies should use a larger dataset for testing.

Gathering data presents important difficulties for an open col-
laboration system. The proposed system can generate queries
automatically from a list of items (see Section 4.3). It means
that the system can get many queries automatically with
crawling playlists that are published on the web. The qual-
ity of such automatically generated queries might be lower
than human generated queries. However, people can refine
such queries. Therefore, we think this function is a powerful
way to solve a cold start problem of the proposed system.

DISCUSSION

Sharing playlists versus sharing queries

Many services, e.g., video sharing services and music stream-
ing services, have a function that enables sharing of mylists
in which users save favorites. Sharing queries include shar-
ing of the search results, which are collections of contents.
From this perspective, sharing queries is similar to sharing
playlists because both share user-generated content collec-
tions. The most important difference is the mode of creation
by users. Users create mylists by listing contents. Conse-
quently, a mylist represents favorite or interesting contents
with an extensional definition. However, users create queries
by setting search parameters in QueryShare. Other users can
see not only a collection of contents but also their search pa-
rameters. Therefore, a query represents a favorite or interest-
ing content with an intentional definition.

This difference affects (1) the readiness for numerous con-
tents that are growing day-by-day, and (2) the evolution of
the growth of users’ ability to discover contents. Mylists can-
not adapt to new contents without the owner’s maintenance.
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However, queries apply new contents automatically without
the owner’s effort. Sharing queries is a kind of sharing of tiny
codes [9].

Folk + Query = Folkquery

Weinberger pointed to the future of information categoriza-
tion with folksonomy, which is organized by people rather
than by experts [43]. To a great degree, only knowledge orga-
nized by experts was distributed to people before the emer-
gence of the internet. Those circumstances have changed
drastically. Currently it is difficult for us to obtain informa-
tion without some search or recommendation because vast
amounts of information exist in front of us and in various
locations worldwide. Can one truly encounter vast amounts
of information and annotate them for subsequent categoriza-
tion?

Pariser reported that personalization enables a person to be
holed up in a small bubble called a “Filter Bubble” [36, 38].
Consequently, users become separated from information that
disagrees with their viewpoints, effectively isolating them in
their own small bubbles of opinion and information. From
the beginning, searching is an original means to obtain in-
formation that lies within someone’s grasp. Nevertheless,
people will be in a small bubble generated by search engines
if queries are not elaborated and are simply entrusted to the
search engines and their managers.

We proposed sharing queries, which are working together to
produce queries to obtain increasing amounts of information.
This practice might be called “Folkquery”. Folkquery solves
the missing part of folksonomy in an age of searching.

CONCLUSION

As described in this paper, we propose an exploratory mu-
sic search interface called QueryShare, which has three key
features: contentification, query surfing, and asynchronous
collaborative editing. We developed the prototype system as
a web application for music videos on Niconico. Results of
a preliminary user study with the prototype system revealed
that users found the query creation interesting and that they
were interested in seeing and using queries by other users.
On the other hand, many users reported negative impressions
related to sharing their own queries. It is necessary to design
a more appropriate, powerful and clear incentive for users to
create queries and share them. Furthermore, we discuss the
importance of people’s use of complex queries.

Open collaboration creates large amounts of user-generated
content. Organizing this content to be searchable is an im-
portant issue. Within QueryShare, our proposed solution al-
lows users to query creation, query reusing, query surfing,
and query refinement. These search interactions contribute to
facilitate exploratory music searches without skills in creating
queries. We consider QuerySharing to be a simple yet power-
ful means of searching any type of content. QuerySharing can
bring more complex queries to users and content. Therefore,
they can evolve to provide a rich environment for understand-
ing music content.



As future work, we expect to open the prototype system to
the public and to improve it based on user feedback. Further-
more, we would like to analyze user behaviors in the proposed
search interaction.
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